
Chapter 4: Model Solutions 
Below, you'll find sample soluƟons to the lab exercises in the book. 

Lab Exercises 4.1 
1. File handling in Python refers to the process of working with files, including reading from and 

wriƟng to files. The key components of file handling are: 

- Opening a file: This involves creaƟng a connecƟon between the file and the program. 

- Performing operaƟons on the file: This includes reading data from the file, wriƟng data to the 

file, or modifying the file's contents. 

- Closing the file: It's important to close the file aŌer performing operaƟons to release system 

resources and ensure data integrity. 

 

2. Files provide permanent storage for data in Python programs by allowing data to be wriƩen to a 

file and retrieved later. The data wriƩen to a file remains stored even aŌer the program execuƟon 

ends. This enables data persistence and the ability to read and write data across different program 

runs. 

 

3. Python provides several built-in funcƟons and methods for file handling, including: 

- `open()`: Opens a file and returns a file object. 

- `close()`: Closes the file. 

- `read()`: Reads the contents of a file. 

- `write()`: Writes data to a file. 

- `readline()`: Reads a single line from a file. 

- `writelines()`: Writes a list of lines to a file. 

- `seek()`: Changes the file's current posiƟon. 

- `tell()`: Returns the current posiƟon within the file. 

 

4. The two types of files in Python are text files and binary files. 

- Text files: These files store data in a human-readable format, such as plain text or characters. 

Text files can be opened and edited with a text editor. 

- Binary files: These files store data in a binary format, which represents data as a sequence of 

bytes. Binary files contain non-textual data, such as images, audio, video, or serialized objects. 

 

5. To open a file in Python, you can use the `open()` funcƟon. Here are examples of opening a text 

file and a binary file: 

# Open a text file in read mode 



text_file = open("data.txt", "r") 

 

# Open a binary file in write mode 

binary_file = open("data.bin", "wb") 

 

6. Some common modes used when opening a file in Python are: 

- "r": Read mode. Opens a file for reading. 

- "w": Write mode. Opens a file for wriƟng. If the file already exists, it truncates its contents. If it 

doesn't exist, it creates a new file. 

- "a": Append mode. Opens a file for appending. It allows data to be added to the end of the file. 

- "b": Binary mode. Opens a file in binary mode to handle binary data. 

- "t": Text mode. Opens a file in text mode to handle text data. 

 

7. To write data to a file in Python, you can open the file in write mode and use the `write()` method. 

Here's an example: 

file = open("data.txt", "w") 

file.write("Hello, World!") 

file.close() 

 

8. It is important to close a file aŌer wriƟng data to it because it ensures that any buffered data is 

wriƩen to the file and that system resources associated with the file are released. Failing to close a 

file may result in data loss or resource leaks. Closing the file also allows other programs or processes 

to access it. 

 

9. To read data from a file in Python, you can open the file in read mode and use the `read()` method. 

Here's an example: 

file = open("data.txt", "r") 

content = file.read() 

print(content) 

file.close() 

 

10. It is important to close a file aŌer reading data from it to release system resources associated 

with the file. While not closing the file will not result in data loss, keeping files open unnecessarily 

can lead to resource leaks and may prevent other processes from accessing the file. Closing the file is 

a good pracƟce to ensure proper resource management. 



 

11. To handle binary files in Python, you can open the file in binary mode using the "b" mode flag 

(e.g., "rb" for reading a binary file). Binary files contain non-textual data represented as a sequence 

of bytes. The major difference compared to text files is that binary files store data in a raw format 

without any encoding or decoding, while text files store human-readable characters. 

 

12. To write data to a binary file, you need to open the file in binary write mode ("wb") and use the 

`write()` method with bytes as the argument. Data can be converted to bytes using the `encode()` 

method, which converts a string to bytes using a specific encoding. Here's an example: 

data = "Hello, World!" 

binary_file = open("data.bin", "wb") 

binary_data = data.encode("utf-8") 

binary_file.write(binary_data) 

binary_file.close() 

 

13. To read data from a binary file, you need to open the file in binary read mode ("rb") and use the 

`read()` method. The `read()` method returns the contents of the file as bytes. Here's an example: 

binary_file = open("data.bin", "rb") 

binary_data = binary_file.read() 

data = binary_data.decode("utf-8") 

print(data) 

binary_file.close() 

 

14. Data serializaƟon is the process of converƟng complex data structures, such as objects or 

dicƟonaries, into a format that can be stored or transmiƩed, typically as a sequence of bytes. It 

allows the data to be easily stored, transferred, or shared between different systems or plaƞorms. 

SerializaƟon is useful for tasks like saving program state, sending data over a network, or storing data 

in a file. 

 

15. The `pickle` module in Python provides a way to serialize and deserialize Python objects. Here are 

examples of serializaƟon and deserializaƟon: 

import pickle 

 

# Serialization 

data = [1, 2, 3, 4, 5] 

serialized_data = pickle.dumps(data) 



print(serialized_data) 

 

# Deserialization 

deserialized_data = pickle.loads(serialized_data) 

print(deserialized_data) 

 

16. The `json` module in Python provides funcƟonality for working with JSON (JavaScript Object 

NotaƟon) data. Here are examples of encoding (serializaƟon) and decoding (deserializaƟon) JSON 

data: 

import json 

 

# Encoding (Serialization) 

data = {"name": "John", "age": 30, "city": "New York"} 

json_data = json.dumps(data) 

print(json_data) 

 

# Decoding (Deserialization) 

decoded_data = json.loads(json_data) 

print(decoded_data) 

 

17. The `pickle` module can be used for file handling with serializaƟon by combining it with file 

handling operaƟons. Here's an example: 

import pickle 

 

# Serialization to a file 

data = {"name": "John", "age": 30} 

with open("data.pkl", "wb") as file: 

    pickle.dump(data, file) 

 

# Deserialization from a file 

with open("data.pkl", "rb") as file: 

    deserialized_data = pickle.load(file) 

    print(deserialized_data) 



 

18. The `json` module can be used for file handling with JSON data in a similar way as with the 

`pickle` module. Here's an example: 

import json 

 

# Encoding (Serialization) to a file 

data = {"name": "John", "age": 30} 

with open("data.json", "w") as file: 

    json.dump(data, file) 

 

# Decoding (Deserialization) from a file 

with open("data.json", "r") as file: 

    decoded_data = json.load(file) 

    print(decoded_data) 


